# Spring General Questions

* What is spring.

The Spring Framework is an [application framework](https://en.wikipedia.org/wiki/Application_framework) and [inversion of control](https://en.wikipedia.org/wiki/Inversion_of_control) [container](https://en.wikipedia.org/wiki/Servlet_container) for the [Java platform](https://en.wikipedia.org/wiki/Java_platform). The framework's core features can be used by any Java application, but there are extensions for building web applications on top of the [Java EE](https://en.wikipedia.org/wiki/Java_EE) platform.

* What is dependency injection in Spring.

https://stackoverflow.com/questions/1061717/what-exactly-is-spring-framework-for

Basically Spring is a framework for [dependency-injection](https://stackoverflow.com/questions/tagged/dependency-injection) which is a pattern that allows to build very decoupled systems. I'll try to explain you the simplest I can (this isn't a short answer).

## **The problem**

For example, suppose you need to list the users of the system and thus declare an interface called UserLister:

public interface UserLister {

List<User> getUsers();

}

And maybe an implementation accessing a database to get all the users:

public class UserListerDB implements UserLister {

public List<User> getUsers() {

// DB access code here

}

}

In your view you'll need to access an instance (just an example, remember):

public class SomeView {

private UserLister userLister;

public void render() {

List<User> users = userLister.getUsers();

view.render(users);

}

}

Note that the code above doesn't have initialized the variable userLister. What should we do? If I explicitly instantiate the object like this:

UserLister userLister = new UserListerDB();

...I'd couple the view with my implementation of the class that access the DB. What if I want to switch from the DB implementation to another that gets the user list from a comma-separated file (remember, it's an example)? In that case I would go to my code again and change the last line by:

UserLister userLister = new UserListerCommaSeparatedFile();

This has no problem with a small program like this but... What happens in a program that has hundreds of views and a similar number of business classes. The maintenance becomes a nightmare!

## **Spring (Dependency Injection) approach**

What Spring does is to wire the classes up by using a XML file, this way all the objects are instantiated and initialized by Spring and injected in the right places (Servlets, Web Frameworks, Business classes, DAOs, etc, etc, etc...).

Going back to the example in Spring we just need to have a setter for the userLister field and have an XML like this:

<bean id="userLister" class="UserListerDB" />

<bean class="SomeView">

<property name="userLister" ref="userLister" />

</bean>

This way when the view is created it magically will have a UserLister ready to work.

List<User> users = userLister.getUsers(); // This will actually work

// without adding any line of code

It is great! Isn't it?

* What if you want to use another implementation of your *UserLister* interface? Just change the XML
* What if don't have a *UserLister* implementation ready? Program a temporal mock implementation of UserLister and ease the development of the view
* What if I don't want to use Spring anymore? Just don't use it! Your application isn't coupled to it. [Inversion of Control](http://en.wikipedia.org/wiki/Inversion_of_control) states: "The application controls the framework, not the framework controls the application".
* What are the different types of dependency injection in Spring or In how many ways we can achieve dependency injection in spring.

https://martinfowler.com/articles/injection.html

## Forms of Dependency Injection

The basic idea of the Dependency Injection is to have a separate object, an assembler, that populates a field in the lister class with an appropriate implementation for the finder interface, resulting in a dependency diagram along the lines of [Figure 2](https://martinfowler.com/articles/injection.html#injector.gif)

*![https://martinfowler.com/articles/injection/injector.gif](data:image/gif;base64,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)*

*Figure 2: The dependencies for a Dependency Injector*

There are three main styles of dependency injection. The names I'm using for them are Constructor Injection, Setter Injection, and Interface Injection. If you read about this stuff in the current discussions about Inversion of Control you'll hear these referred to as type 1 IoC (interface injection), type 2 IoC (setter injection) and type 3 IoC (constructor injection). I find numeric names rather hard to remember, which is why I've used the names I have here.

### Constructor Injection with PicoContainer

I'll start with showing how this injection is done using a lightweight container called [PicoContainer](http://picocontainer.com/). I'm starting here primarily because several of my colleagues at ThoughtWorks are very active in the development of PicoContainer (yes, it's a sort of corporate nepotism.)

PicoContainer uses a constructor to decide how to inject a finder implementation into the lister class. For this to work, the movie lister class needs to declare a constructor that includes everything it needs injected.

*class MovieLister...*

public MovieLister(MovieFinder finder) {

this.finder = finder;

}

The finder itself will also be managed by the pico container, and as such will have the filename of the text file injected into it by the container.

*class ColonMovieFinder...*

public ColonMovieFinder(String filename) {

this.filename = filename;

}

The pico container then needs to be told which implementation class to associate with each interface, and which string to inject into the finder.

private MutablePicoContainer configureContainer() {

MutablePicoContainer pico = new DefaultPicoContainer();

Parameter[] finderParams = {new ConstantParameter("movies1.txt")};

pico.registerComponentImplementation(MovieFinder.class, ColonMovieFinder.class, finderParams);

pico.registerComponentImplementation(MovieLister.class);

return pico;

}

This configuration code is typically set up in a different class. For our example, each friend who uses my lister might write the appropriate configuration code in some setup class of their own. Of course it's common to hold this kind of configuration information in separate config files. You can write a class to read a config file and set up the container appropriately. Although PicoContainer doesn't contain this functionality itself, there is a closely related project called NanoContainer that provides the appropriate wrappers to allow you to have XML configuration files. Such a nano container will parse the XML and then configure an underlying pico container. The philosophy of the project is to separate the config file format from the underlying mechanism.

To use the container you write code something like this.

public void testWithPico() {

MutablePicoContainer pico = configureContainer();

MovieLister lister = (MovieLister) pico.getComponentInstance(MovieLister.class);

Movie[] movies = lister.moviesDirectedBy("Sergio Leone");

assertEquals("Once Upon a Time in the West", movies[0].getTitle());

}

Although in this example I've used constructor injection, PicoContainer also supports setter injection, although its developers do prefer constructor injection.

### Setter Injection with Spring

The [Spring framework](http://www.springsource.org/) is a wide ranging framework for enterprise Java development. It includes abstraction layers for transactions, persistence frameworks, web application development and JDBC. Like PicoContainer it supports both constructor and setter injection, but its developers tend to prefer setter injection - which makes it an appropriate choice for this example.

To get my movie lister to accept the injection I define a setting method for that service

*class MovieLister...*

private MovieFinder finder;

public void setFinder(MovieFinder finder) {

this.finder = finder;

}

Similarly I define a setter for the filename.

*class ColonMovieFinder...*

public void setFilename(String filename) {

this.filename = filename;

}

The third step is to set up the configuration for the files. Spring supports configuration through XML files and also through code, but XML is the expected way to do it.

<beans>

<bean id="MovieLister" class="spring.MovieLister">

<property name="finder">

<ref local="MovieFinder"/>

</property>

</bean>

<bean id="MovieFinder" class="spring.ColonMovieFinder">

<property name="filename">

<value>movies1.txt</value>

</property>

</bean>

</beans>

The test then looks like this.

public void testWithSpring() throws Exception {

ApplicationContext ctx = new FileSystemXmlApplicationContext("spring.xml");

MovieLister lister = (MovieLister) ctx.getBean("MovieLister");

Movie[] movies = lister.moviesDirectedBy("Sergio Leone");

assertEquals("Once Upon a Time in the West", movies[0].getTitle());

}

### Interface Injection

The third injection technique is to define and use interfaces for the injection. [Avalon](http://avalon.apache.org/) is an example of a framework that uses this technique in places. I'll talk a bit more about that later, but in this case I'm going to use it with some simple sample code.

With this technique I begin by defining an interface that I'll use to perform the injection through. Here's the interface for injecting a movie finder into an object.

public interface InjectFinder {

void injectFinder(MovieFinder finder);

}

This interface would be defined by whoever provides the MovieFinder interface. It needs to be implemented by any class that wants to use a finder, such as the lister.

*class MovieLister implements InjectFinder*

public void injectFinder(MovieFinder finder) {

this.finder = finder;

}

I use a similar approach to inject the filename into the finder implementation.

public interface InjectFinderFilename {

void injectFilename (String filename);

}

*class ColonMovieFinder implements MovieFinder, InjectFinderFilename...*

public void injectFilename(String filename) {

this.filename = filename;

}

Then, as usual, I need some configuration code to wire up the implementations. For simplicity's sake I'll do it in code.

*class Tester...*

private Container container;

private void configureContainer() {

container = new Container();

registerComponents();

registerInjectors();

container.start();

}

This configuration has two stages, registering components through lookup keys is pretty similar to the other examples.

*class Tester...*

private void registerComponents() {

container.registerComponent("MovieLister", MovieLister.class);

container.registerComponent("MovieFinder", ColonMovieFinder.class);

}

A new step is to register the injectors that will inject the dependent components. Each injection interface needs some code to inject the dependent object. Here I do this by registering injector objects with the container. Each injector object implements the injector interface.

*class Tester...*

private void registerInjectors() {

container.registerInjector(InjectFinder.class, container.lookup("MovieFinder"));

container.registerInjector(InjectFinderFilename.class, new FinderFilenameInjector());

}

public interface Injector {

public void inject(Object target);

}

When the dependent is a class written for this container, it makes sense for the component to implement the injector interface itself, as I do here with the movie finder. For generic classes, such as the string, I use an inner class within the configuration code.

*class ColonMovieFinder implements Injector...*

public void inject(Object target) {

((InjectFinder) target).injectFinder(this);

}

*class Tester...*

public static class FinderFilenameInjector implements Injector {

public void inject(Object target) {

((InjectFinderFilename)target).injectFilename("movies1.txt");

}

}

The tests then use the container.

*class Tester…*

public void testIface() {

configureContainer();

MovieLister lister = (MovieLister)container.lookup("MovieLister");

Movie[] movies = lister.moviesDirectedBy("Sergio Leone");

assertEquals("Once Upon a Time in the West", movies[0].getTitle());

}

The container uses the declared injection interfaces to figure out the dependencies and the injectors to inject the correct dependents. (The specific container implementation I did here isn't important to the technique, and I won't show it because you'd only laugh.)
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